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ABSTRACT

The role of multi-agent System-of-Systems (SoS) has become important in modern complex systems. SoS is a composition of systems having constituent elements as independent functional autonomous systems. It is a specialized system with greater complexity having an emergent behavior. We have proposed a methodology centered on formal modeling, model checking, and formal verification of a Mail Transport System based on multi-agent SoS. The proposed multi-agent SoS is a safety-critical system that must be correct, safe, and reliable. It must ensure the safety and liveness properties of correctness. Our objective in this work is to propose a formal methodology that ensures correctness properties of safety and liveness of the Mail Transport System. Our contribution consists of specifying Gaia based formal multi-agent requirement and design specifications, the liveness properties are specified using regular expression and the safety property is specified in first-order predicate calculus. The verification of Gaia safety and liveness properties and Gaia organizational abstractions by Finite State Processes (FSP) and Labelled Transition System (LTS). Then these FSP specifications are modeled in Event-B for creating exhaustive proofs.
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From the early days of computing to the present day the complexity of software and the size of the systems reliant on software have grown at a rapid rate from simple to complicated systems and then from complicated to complex systems. Presently, the systems are moving towards the inherently complex system-of-systems. The software has become complex and they are an integral part of the complex systems. With the advent of the Internet of Things (IoT), Internet of Services (IoS), Ubiquitous Computing, Pervasive Computing, and Cyber-Physical Systems the software systems have become more and more complex. In a software-intensive system, the software is essential to enable the behavior of the system. Software influences the design, construction, deployment, and evolution of the system in itself. System-of-Systems (SoS) can be perceived as a composition of systems in which its constituents elements are themselves systems [1].

[1]. the constituent elements of the SoS are independent functional systems that are autonomous, separately built or chosen. These systems are composed during construction or during run-time to form a more
complex system to accomplish a mission. The SoS forms a larger system that creates emergent behavior i.e. it performs a mission not performable by one of the constituent systems alone. Constituent systems fulfill their valid purposes and continue to operate to fulfill those purposes if disassembled from the encompassing SoS.

Intrinsic characteristics of SoS are Geographical distribution of systems; Managerial independence of systems; Operational independence of systems; Evolutionary development of the SoS; Emergent behavior of SoS. Besides, to these characteristics, the Open-World SoS has unpredictable constituents and unpredictable environment. There is a type of SoS called Collaborative SoS in which there is no central management and constituent systems work together to accomplish the role of central management.

[2] have defined an agent as "An agent as a computer system situated in some environment, capable of autonomous actions in this environment to meet its design objectives". According to [3] "multiple agents are necessary to solve a problem, especially when the problem involves distributed data, knowledge, or control. A multi-agent system is a collection of several interacting agents in which each agent has incomplete information or capabilities for solving the problem"

![Figure 1. The three major axis of Research](image)

Multi-agent SoS are complex systems and multi-agent SoS specifications have multiple levels of abstractions and refinement. One important challenge in multi-agent SoS is to ensure continuous correctness, to support their verification-centered design by a number of refinement layers starting from abstract specifications and ending with concrete specifications, then to full implementation code generation.

Gaia multi-agent methodology [4] [5] are used for the requirement analysis and design of the courier multi-agent system-of-system. It is based on interacting roles and the computation organization of these roles. Gaia design specifications are formally verified by constructing a LTS (i.e. finite automates) by LTS Analyzer [6]; theorem proving is done by using Event-B [7] [8] in RODIN [8] [9] platform. As shown in fig. 1, the proposed approach has three axis of research work that touch the domains of Multi-Agent Systems, Formal verification, and Formal modeling.

- **Problem Definition and Research Objectives**

  Multi-agent SoS are specialized systems with greater complexity, autonomy, abstractions, and concurrency. Specialized formal methods, languages, and platforms are required for their exhaustive formal verification and modeling.

  The formal foundation for mail management multi-agent SoS provides rigorous analysis of the correctness properties; provides error-free and property-preserving transformations and implementation, and improves the quality of the whole development process.

  Two major multi-agent methodologies are Gaia [4] [5] and TROPOS [10]. Gaia recognizes organizational structure and abstractions as a primary focus for the development of agent SoS. Organizational abstractions are needed for both the functional and non-functional requirements. Presently an approach is proposed based on Gaia for requirement definition, FSP based LTS formal verification. There is a need for formal verification of the Gaia specifications of multi-agent SoS. Here we start from Gaia multi-agent method for requirement specification, design specification, and detailed design. FSP is selected for the formal verification by using LTSA and then property proving using Event-B [7] [8] in RODIN [8] [9] platform.

  The proposed multi-agent SoS is a safety-critical system that must be correct, safe, and reliable. It must ensure the safety and liveness properties of correctness. Our research objective is to propose a formal methodology that ensures correctness properties of safety and liveness of the Mail Transport System. Our contribution consists of specifying Gaia based formal multi-agent requirement and design specifications, the
liveness property are specified using regular expression and the safety property is specified in first-order predicate calculus. The verification of Gaia safety and liveness properties and Gaia organizational abstractions by model checking i.e. Finite State Processes (FSP) and Labelled Transition System (LTS). The future work is to take these LTS specifications as input and using Event-B for creating exhaustive proofs.

LITERATURE REVIEW

2.2. Multi-Agent System

The methodology proposed for the Mail transport system is formal and is based on multi-agent SoS. It proposes a SoS consisting of a number of multi-agent systems. Russell and Norvig [11] defined an agent as "a flexible autonomous entity capable of perceiving the environment through the sensors connected to it." This definition has been supported by [12]. A different perspective was presented in [13], where the authors defined an agent as "an encapsulated computational system that is situated in some environment and this is capable of flexible, autonomous action in that environment in order to meet its design objective.""

According to [14] an agent is "an entity which is placed in an environment and senses different parameters that are used to make a decision based on the goal of the entity. The entity performs the necessary action on the environment based on this decision". The above definition consists of four keywords which are described below as:

1. **Entity**: Entity defines the type of the agent.
2. **Environment**: This defines the place where the agent is located. The environment can be a software, network, or a hardware. An agent senses the changes in environment and based on these changes makes decisions [15]:
   
a) **Accessibility**: It defines the degree of accuracy with which an agent can sense data from the environment.

b) **Determinism**: This defines the predictability of the results of an action. Results are predictable in a deterministic environment.

c) **Dynamism**: This defines the changes that occur in the environment that are not dependent on the actions taken by the agents. In a static environment, the changes occur as a consequence of the action of the agents. In a dynamic environment changes can occur without the consequence of agent actions.

d) **Continuity**: This refers to the discreteness or continuity of the agent's environment.

3. **Parameters**: The data that an agent can sense from the environment are defined as parameters.

4. **Action**: Each agent can bring changes into the environment by an action. The following features enable agents to have broad applicability and solve complex tasks [16] [17]:

   a) **Sociability**: Agents can interact with other agents, share knowledge, request information from other agents in order to reach their goals.

   b) **Autonomy**: Each agent can independently execute the decision making process and take appropriate action.

   c) **Proactivity**: Each agent predicts by using history, sensed parameters, and information of other agents.

   According to [18] "multiple agents that collaborate to solve a complex task are known as multi-agent systems.

   According to [19] "the salient features of multi-agent system, including efficiency, low cost, flexibility, and reliability, make it an effective solution to solve complex tasks. In these multi-agent systems a complex a complex task is divided into multiple smaller tasks, each of which is assigned to a distinct agent. Each agent can solve the assigned task with pre-defined knowledge with high degree of autonomy and flexibility".

   This distributed nature of problem solving in multi-agent system results in high reliability.

   In order to study multi-agent systems graphs are used to model agents and their relations. Graphs have been used in artificial intelligence and software engineering for modeling complex systems and analyzing them mathematically e.g. social media [20]. In a graph each vertex is an agent and an edge between two vertices indicates agent communication. [21], [22] are complete resources to study, analyze, and design multi-agent systems as graphs.

2.2. Gaia Multi-Agent Methodology

Gaia [4] [5] methodology identifies organizational abstractions in a multi-agent mail transport SoS and provides detailed models for the analysis and design of...
SoS. These organizational abstractions are important in the design and implementation of complex systems like SoS.

The phase of the detailed design in Gaia methodology consists of agent and services model, these models implement and instantiate agent roles. Gaia methodology consists of models (i.e. role, interaction, agent, services, and acquaintance models) and multiple levels of organizational abstractions between these models. The role model and interaction model constitute the analysis phase that plays the most important part and that can be extended by using LTS and Event-B. The analysis phase consists of preliminary role and interaction models. The design phase consists of a detailed role model, detailed interaction model, agent, services and acquaintance model.

2.3. Safety and Liveness Properties

Safety property is an invariant which asserts that "nothing bad happens i.e. that is an acceptable state of affairs is maintained". Safety property defines the constraints and boundaries under which the system has to function. Liveness property can be defined as "something good happens i.e. that describe the states of the system that an agent must bring about given certain conditions".

According to Gaia's role model [5] "liveness properties are defined by expressions defining the execution trajectories through the activities and interactions associated with the role. An activity is an agent unit of action that does not involve interaction with any other agent. A Protocol is an activity that requires interaction with other agents". Temporal logic and regular expression based formal specifications are used in Gaia for specifying liveness and safety properties [4].

2.4. Model Checking

The proposed mail transport multi-agent SoS is a safety-critical system. Safety-critical systems are getting more complex and are playing a critical role in saving human lives and financial losses. The reliability of the system is important in the design process. The Gaia requirement specifications are translated into FSP specifications and then LTS is generated and model checked. According to [24] "Model checking is a computer-assisted method for the analysis of dynamical systems that can be modeled by state-transition systems".

Model checking [23] [24] [25] is one of the most practical formal methods for automatic, systematic and exhaustive verification. A mathematical model of the system is created and a comprehensive review of the model is performed. It includes checking all states and transitions in the model i.e. exhaustive analysis of the model. It creates an abstract representation of a system with all the possible states and transitions. The correctness of the model is verified through model checking techniques. The model takes input and systematically checks whether the system properties are ensured by the system. It is widely used in verification of critical engineering projects i.e. verification of software systems of airplanes, spacecraft, trains, subway trains, nuclear reactors, and satellites. Its overall goal is to improve the quality of verification by specifying and checking correctness properties.

According to [25] "model checking is an automated technique that, given a finite-state model of a system and a formal property, systematically checks whether this property holds for (a given state in) that model".

Model Checking is a verification technique that explores and verifies all possible system states in an exhaustive manner. A model checker systematically checks all possible system states. It performs exhaustive state-space analysis of the system. It works in a brute-force manner to check each possible state. It proposes counter example. A counter example proposes an execution path that leads from the initial state to a state that violates the property being verified [25].

2.5. Finite State Processes and Labelled Transition System (LTS)

Finite State Processes (FSP) is a process algebra notation for the formal, precise, rigorous, and concise description and modeling of software behavior. It has specialized constructs for parallelism, so it is ideal for specifying parallel and concurrent systems. A component consists of one or more processes and each process has a finite number of states and is composed of one or more actions. There is concurrency between processes, actions, therefore it is important to manage the communication, interactions, and synchronization between processes.

[6] Proposed LTS Analyzer i.e. toolkit for LTS. A
model of the system is built as a composition of finite state machines. The properties of these machines are specified. LTS analyzer performs compositional reachability analysis to exhaustively search for violations of correctness properties. FSP formalizes the specification of software components and LTS verifies the system-level concurrency properties. In multi-agent SoS an important objective is deadlock detection and prevention, and there exist significant possibilities of deadlock.

2.6. Event-B and Rodin

Event-B [7] [8] is a formal approach for constructing a precise, accurate, and rigorous model of a system. It is based on set theory with a few extensions. It uses set theory as a notation for formal modeling based around abstract machine notation; it uses refinement to represent systems in multiple abstraction levels; and uses mathematical proof obligations to validate consistency between different refinement levels.

Event-B can be used for the construction of complex discrete systems. The multi-agent SoS behavior can be abstracted by a number of successive states inter-mixed with jumps that cause sudden state changes. In reactive systems, transitions are occurring concurrently and rapidly, resulting into large number of concurrent changes occurring at a very high frequency. Despite a high number and frequency of changes, such systems are intrinsically discrete. They are also called transition systems.

Event-B involves modeling and formal reasoning by constructing a mathematical model which will be analyzed by mathematical proofs. Modeling is accompanied by reasoning. Model of a program also contains proofs that are related to the properties of the program. Multi-agent SoS models are complex systems and they require a high degree of correctness. Complex models are made by step-wise refinement. An Event-B model consists of contexts and machines. According to [7] "Context specifies the static aspects of the model. It contains sets, constants, axioms, and theorems. Machine specifies the dynamic aspects of the model. A machine has a state, which is defined by means of variables. A variable is constrained by an invariant i.e. if V are the variables of the machine then the invariants are I(V). Invariants are specified to hold whenever variable values change".

In order to design the multi-agent SoS a discrete model is made of the real system; this model is designed at some level of abstraction; then periodically this discrete model is detailed with the help of a number of refinements. [7] describes this discrete dynamic model as "consisting of a number of states, and transitions that are triggered under certain circumstances. Each event is composed of a guard and an action. The guard is a predicate built on the variables and state constants. It specifies the condition under which the event may occur. An event may be executed only when its guard holds. The action, signifies the way in which state variables evolve when the event occurs. An event have parameters. They can be used to model array of events or communication channel in the composition of machines".

Rodin [8] [9] platform is an integrated development environment for Event-B [7] [8]. It allows to model refinement and mathematical proof. It integrates modeling as well as exhaustive proving. It is open-source, and is extensible with plug-ins. In order to use formal modeling effectively, good tool support is of critical importance. Rodin has made a large contribution in making theorem proving a practical tool for software engineering. Rodin platform provides techniques used in programming, formal modeling to formal verifications. Instead of compilation, Rodin is centered on proof obligation generation.

2.7. Managing the Complexity of Closed Models

The number of transactions in the multi-agent SoS is very large, and a large number of variables are required to describe the state of such a system. This complexity is managed by using three fundamental concepts: refinement, decomposition, and generic instantiation. These concepts are linked together. A multi-agent SoS model is refined and then it is decomposed, and, it is decomposed further to refine it. Finally, a generic model is constructed which can then be instantiated.

Luckcuck et al. [26] review on formal specification and verification on autonomous robotic systems, have greatly helped us in choosing the appropriate formal methods and techniques for the formal analysis, modeling, and model-checking of the mail transport SoS.

Farrell et al. [27] describe Integrated Formal Methods (iFM) which defines the integration of multiple formal methods, or a formal method with a semi-formal method, or a formal method with a non-formal method. iFM can specify static and dynamic behavior of a system for easy
analysis. It addresses the challenges of integrating formal methods in different types of multi-agent systems by using iFM. This work helped us in integrating Gaia, FSP, LTS, and Event-B based formal specifications.

Ferrando et al. [28] has designed and developed constructs for runtime verification to recognize anomalous environmental interactions. It identifies the previous invalid formal verification specifications.

[29] describes an agent, written in GWENDOLEN language [30] controlling a driverless car in a group of vehicles. AJPF model checker [31] verifies safety properties of a car joining and leaving a group of cars, and for maintaining a safe distance during platooning. Verification of the timing properties is implemented by Uppaal [32][33]. This work has helped us in focusing on safety and liveness properties for formal verification.

[34] describes the RoboChart notation and its oolset and Isabelle/HOL robotic systems verification. Ferrando et al. [35] defines "runtime verification to recognize anomalies in agent environmental interactions. Therefore it identifies when the previous formal verification that has been carried out on an autonomous system (with some environmental assumptions) becomes invalid". This work helps us formally modeling agent interactions.

Our methodology has been used for the specification, modeling, model-checking, and verification of a mail transport system based on multi-agent SoS.

### 3.1. Mail Transport System based on Multi-Agent SoS

A mail transport system is considered which is composed of agents, these agents constitute multiple multi-agent systems working together as SoS. Each multi-agent system in itself is a complete autonomous system which can work as its own. Each multi-agent system can be fundamentally different from any other multi-agent system of the SoS. These multi-agent systems combine to form the SoS which has an emergent behavior. This behavior of the SoS is different from the behavior of the constituent multi-agent systems.

An approach for the analysis, design, formal modeling and verification of a multi-agent SoS based Mail Transport System is proposed. The approach is centered on the formal verification of the correctness properties of safety and liveness. This SoS has a number of multi-agent systems managing different sub-functions i.e. classification of letters and parcels, organization of letters and parcels of each specific city, management of the salaries of the employees, record of the available stationary, management of the damaged envelopes and parcels, management of the envelops and parcels without the destination addresses; calculation of time duration for the transport of envelops, packages and parcels; management of the transport automobiles.

The designed and developed system is centered on three fundamental areas (1) Multi-Agent Systems (2) SoS, and (3) Formal modeling and verification. In all these three areas disciplined, rigorous, organized, and formal methods are used. As shown in the block diagram of fig.2 for the analysis and design of the multi-agent SoS Gaia multi-agent methodology is selected. Therefore in the analysis, design, and detailed design of this mail transport SoS the key aspect is the organizational abstractions i.e. there are multiple levels of refinement. For the formal modeling and verification multiple methods are used together, in order to perform a rigorous, exhaustive verification. LTS are constructed for model checking, after which formal proof obligations are generated and also manually constructed by using Event-B method. Rodin platform is used for this exhaustive proof based formal verification. In these formal proofs a number of contexts and machines are constructed, having a number of refinement layers starting from an abstract model and then gradually refining it into a fully functional exhaustive complete model, thus having a number of refinement layers i.e. 10 to 15 refinement layers.
3.2. Agent Roles of Multi-Agent SoS

The Gaia role model provides the organizational roles of the proposed multi-agent SoS. Each agent can have one or more roles. Each role specifies the functional properties (i.e. behavior) as well as the non-functional properties (i.e. constraints) of the role. The two fundamental properties formally specified in the agent roles model are the liveness and safety properties of correctness. The liveness property is specified by using regular expression. The protocols and activities constitute the liveness property. A protocol defines an action between two agents, whereas an activity is an action of a single agent. The safety property is specified by first-order predicate logic. Here in this paper two of the major roles are presented.

3.2.1. Role of Mail Transport Agent

The role model of the mail transport agent that transports mail boxes between stock-houses.

---

**Role Schema: Mail Transport Agent**

**Description:**
This role involves an agent that transports mail boxes from Stock-house A to Stock-house B

**Protocols and Activities:**
waitForLoading, loadMailAgent, readPosition, movetoNext, readUnloadSensor, readLoadSensor, waitForUnloading, unloadMailAgent

**Permissions:**
reads: position_sensor (external)
changes: position (internal)

**Responsibilities:**

**Liveness:**

Transport = (waitForLoading.loadMailAgent.Move.waitForUnloading.unloadMailAgent.Move) +

Move = (readPosition.movetoNext)+
| (readUnloadSensor)
| (readLoadSensor)
Role Schema: **Mail Transport Agent**

**Safety:**

\[
\begin{align*}
& (\text{Agent\_Full}(m) \land \text{can\_movetoNext}(ps)) \land (\text{Agent\_Full}(m) \land \text{Agent\_collision\_sensor}(m)) \\
& \lor \\
& (\text{Agent\_Empty}(m) \land \text{can\_movetoNext}(ps)) \land (\text{Agent\_Empty}(m) \land \text{can\_movetoPrevious}(ps))
\end{align*}
\]

where \( m \) is for mail agent and \( ps \) for position sensor

As specified in liveness property the protocols are `waitForLoading`, `loadMailAgent`, `waitForUnloading`, `unloadMailAgent` and the activities (i.e. underlined) are `readPosition`, `movetoNext`, `readUnloadSensor`, `readLoadSensor`. As specified in liveness property the mail transport agent waits for loading operation, then it reads the position sensor which gives the exact position of the mail agent in its route, then it moves to the next road partition. It repeats this move operation until the agent reads an unload-sensor. Then it stops and waits for the un-loader agent to get unloaded.

### 3.2.2. Role of Loader Agent

The role model of a loader agent that loads the mail transport agent with mail.

As specified in liveness property the protocols are `waitForCarrierPresence`, `waitForLoading`, `waitForStoremanager`, `loadCarrier`

### 3.3. Construction of Labelled Transition System (LTS) for Formal verification

The liveness and safety properties of correctness are specified, modeled and verified by constructing LTS. The FSP based formal specifications are written which are then compiled and transformed into a labelled transition system by using the tool LTSA. This labelled transition system is exhaustively run, tested, and simulated.

#### 3.3.1. Multi-Agent SoS Mail Transport

The FSP specification and the generated LTS of the mail transport agent. The environment is divided into equal sized blocks, each block is labelled with a location number. The transport agent reads its location number and moves to the next location.
The mail transport agent reads its current position, and moves to the next position. If the transport agent reads the load position then it waits at this position for the loader agent to load it with mails, and if the transport agent reads the un-loader position then it waits at this position for the un-loader agent to unload the mails.

```plaintext
1 // -------------------- FSP specifications independent of the road topology -------------------- //
2 TRANSPORT_AGENT = ( readPosition -> moveToNextPos -> TRANSPORT_AGENT
3 | readLoadPos -> waitForLoading -> loadTransportAgent -> TRANSPORT_AGENT
4 | readUnloadPos -> waitForUnloading -> unloadTransportAgent -> TRANSPORT_AGENT
5 ).
```
3.3.2. Mail Stock Management

The management of mail stock between storehouse-A and storehouse-B. In order to display the LTS in this paper, the smallest case is specified in which there are only two boxes of stock. The stock management ensures that there is no loss of stock during the transport i.e. it keeps a record of the count of the stock.

\[
\begin{align*}
\text{STOCKSYSTEM} &= (\text{STOCK\_A\_MNGMNT} || \text{STOCK\_B\_MNGMNT}) \\
&\quad \{\text{decrementStockA/receive, incrementStockB/send}\}.
\end{align*}
\]

The management of stock (i.e. envelops, packages etc) between the two storehouses i.e. storehouse-A and storehouse-B.

\[
\begin{align*}
\text{STOCK\_A\_MNGMNT} &= \text{STOCK\_A}[\text{MaxSt}], \\
\text{STOCK\_B\_MNGMNT} &= \text{STOCK\_B}[0],
\end{align*}
\]

\[
\begin{align*}
\text{STOCK\_A}[s:\text{St}] &= (\text{stockCountA}[s] \rightarrow \text{STOCK\_A}[s]) \\
&\quad | \text{when}(s == 0) \text{stockEmptyA} \rightarrow \text{STOP} \\
&\quad | \text{when}(s > 0) \text{decrementStockA} \rightarrow \text{send} \rightarrow \text{STOCK\_A}[s-1]).
\end{align*}
\]

\[
\begin{align*}
\text{STOCK\_B}[s:\text{St}] &= (\text{stockCountB}[s] \rightarrow \text{STOCK\_B}[s]) \\
&\quad | \text{when}(s == \text{MaxS}) \text{stockFullB} \rightarrow \text{STOP} \\
&\quad | \text{when}(s < \text{MaxS}) \text{receive} \rightarrow \text{incrementStockB} \rightarrow \text{STOCK\_B}[s+1]).
\end{align*}
\]

\[
\begin{align*}
\text{ORIGIN\_STOCK} &= \text{STOCKA}[\text{MaxS}], \\
\text{STOCKA}[v:\text{St}] &= (\text{when}(\text{TRUE}) \text{currentStock}[v] \rightarrow \text{STOCKA}[v]) \\
&\quad | \text{when}(v >= 1) \text{waitfordeliver} \rightarrow \text{STOCKA}[v-1].
\end{align*}
\]

\[
\begin{align*}
\text{DESTINATION\_STOCK} &= \text{STOCKB}[0], \\
\text{STOCKB}[v:\text{St}] &= (\text{when}(\text{TRUE}) \text{currentStock}[v] \rightarrow \text{STOCKB}[v]) \\
&\quad | \text{when}(v < \text{MaxS}) \text{waitforreceive} \rightarrow \text{STOCKB}[v+1][\text{Clarke, 2018 #13}] \\
&\quad | \text{when}(v == \text{MaxS}) \text{stockFull} \rightarrow \text{end} \rightarrow \text{DESTINATION\_STOCK}
\end{align*}
\]
The requirement specifications of the SoS is completed by specifying agent roles. The agent roles are verified by LTS.

**CONCLUSION**

This work is centered on formal modeling and verification of the liveness and safety properties of correctness of a mail transport system based on multi-agent SoS. This work has combined the advantages of (1) distributed autonomous systems i.e. multi-agent systems (2) systems having very large size and high degree of complexity like SoS (3) formal modeling and verification that ensures highest degree of correctness.

**The future work is classified into three axes:**

2. Automated transformations from requirement specification model to verification model (i.e. from role model requirement specifications to LTS based verification specifications). In addition to this automated transformation the development of formal constructs, techniques and tools for automated code generation from models.

- **Short-term objectives**
  Graphical programming interface for role model creation, roles transformation into LTS based verification specifications.

- **Long-term objectives**
  A complete formal approach from the role model specification, verification specification, and theorem proving using Event-B.
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